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Abstract—A highly available and secure communication in-
frastructure is one of the major prerequisites for modern power
systems. In this paper we evaluate the use of a software-defined
networking infrastructure in the domain of energy communi-
cation networks. The advantages and potential risks of using
software-defined networking at the current stage of development
in productive networks are investigated. Test scenarios are defined
based on IEC 61850 traffic specification to perform traffic
measurements using the OpenFlow standard and real network
devices. Software-defined networks have the potential to offer
significant advantages over conventional networks. However, we
will show through our analysis and measurements that there are
still open issues that need to be solved before usage in a productive
environment.

I. INTRODUCTION

Electrical grids are evolving into so-called smart grids.
Visions of future power systems include increased efficiency,
reliability, robustness, faster innovation cycles, and more de-
centralized power generation with the integration of sustainable
energy sources. To achieve these goals, highly sophisticated
measurement and control systems are required, which in
turn are based on state-of-the-art communication technolo-
gies. Communication technologies for smart grids need to
be reliable, robust, adaptive, readily deployable, secure and
support higher bandwidth than in the past. A multitude of
heterogeneous services and applications may have to be sup-
ported with different requirements regarding bandwidth and
latency. Software-defined networking (SDN) is a new trend in
communication technologies in recent years that may help to
realize these requirements. In this paper we will evaluate the
suitability of software-defined networking for energy commu-
nication networks. To the best of our knowledge only one paper
has been published that applies the available research in SDN
to the area of energy communication networks at the time of
writing. In [1] a system is described that enables energy net-
work operators to add and remove IEDs and monitoring nodes
to a substation using a configuration loader. The configuration
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loader parses IED files to extract communications requirements
and determine a suitable network configuration that is down-
loaded to the network devices through an OpenFlow controller.
The implementation was tested in an emulated network. In
our paper we instead focus on i) the advantages and potential
risks of using software-defined networking at the current stage
of development in productive networks and ii) investigate
if SDNs can fulfill communication requirements of energy
communication networks regarding properties like latency and
failover times. Software-defined networking offers numerous
advantages over conventional networks in the areas of network
operation and setup, security and quality of service. But at
the current development stage SDN potentially suffers from
possible reliability and security issues related to incomplete
specifications and the use of a centralized controller. However,
solutions for these issues have already been proposed in the
research community. We will also show through performance
measurements using real network devices that early implemen-
tations of software-defined networks already show promising
results but may not be suitable for productive use in energy
communication networks yet.

II. SDN FOR ENERGY COMMUNICATION NETWORKS

In conventional communication networks, traffic flows
are established based on forwarding rules that are locally
determined using distributed algorithms. In contrast to this
approach, traffic flows in software-defined networks (SDNs)
are centrally configured by network applications via so-called
controllers [2], [3]. This effectively decouples the control
plane, which determines where traffic is sent, from the data
plane, which forwards packets to their destinations (Fig. 1).
One simple example for a configuration setting in a SDN
would be ”forward all packets from IP address X to port
Y”. The configuration of flows can be done proactively or
reactively. In the case of using proactive flow configurations,
network devices are programmed in advance. When packets
that match some pre-programmed patterns arrive at a net-
work device, the respective associated actions are performed.
When using reactive flow configurations, packets for which
no suitable pre-determined rules can be found are sent from
the network devices to the controller. Network applications
then determine how to handle the packet and can choose
to insert new proactive rules for these packet types in the
network devices via the controller. Network applications can be
programmed or purchased in application stores and combined
to solve specific network problems. To support decision mak-
ing network applications can obtain detailed traffic statistics
from network devices and thus construct an up-to-date global



Fig. 1: Software-Defined Networking

network view. One common standard for the implementation
of software defined networks is OpenFlow. The OpenFlow
standard defines a communication protocol between network
switches forming the data plane and one or multiple controllers
forming the control plane. In this paper we will use OpenFlow
version 1.3 for our analysis of SDN-related risks and benefits.

A. Risk Analysis

One key risk of a SDN is related to the availability of
the controller. To mitigate the risk of controller unavailability
usually the use of multiple controllers in an SDN is suggested.
A solution that is already in productive use is presented in [4].
Network devices are controlled by a single controller with
multiple replicated controllers on warm standby. System with
multiple active controllers are described in [5], [6]. In differ-
ence to the solution above, all controller nodes are actively
used for load-balancing. Commercials solutions with teams of
controllers and failover mechanisms [7] or up to 5 controllers
in active/active mode [8] are also available. However, no
further technical details are given in these cases. Another
approach to mitigate the effects of a permanent controller
failure is to proactively set up important flow paths without
an expiration time. The ability to dynamically control flows
in the network would be lost during the blackout but the
already established flow paths would continue working as pre-
programmed.

A second type of potential security vulnerability in
OpenFlow-based SDNs is caused by the lack of specifications
for granular access control and the resolution of conflicting
flow rules. This can result in conflicting flow rules in the
network devices caused by network applications with different
goals or by multiple controllers accessing the same network
device. FlowVisor [9] uses virtualization techniques to create
fully separated virtual network slices in the data plane of real
network devices. FortNOX [10] administrator flow rules take
precedence over security application rules which again take
precedence over standard application rules. Resolution strate-
gies are applied in cases when conflicts arise between flow
rules issued by applications with the same authorization level.
To ensure correctness of the network flows, VeriFlow [11] can
be used to check rules to be inserted into network devices
by the controller in real-time. Properties that can be verified
include reachability, loop-freeness, and consistency.

Potential security issues that originate from the data plane
are shown in [12]. SDNs operating in reactive mode are vulner-
able to information disclosure attacks. In reactive mode the first
packet of a new flow is forwarded to the control plane resulting
in a longer round trip time for the corresponding reply. Thus
it is possible to find out if a flow between two devices already
exists and for example reveal applications that are installed on
the devices. This type of attack can only be executed if flow
aggregation is used. Flow aggregation summarizes multiple
flows in a single rule using wildcards. If the rules inserted in
network devices are separated for each flow, this attack is not
possible. Other suggested means to counter this type of attack
are the use of proactive flows or increasing the variance of
measurable response times through randomization. A denial-
of-service attack through the creation of packets with randomly
modified headers which will eventually lead to overflowing
flow tables in the network devices is also described in [12].
One suggested solution is to apply rate limiting to reduce the
number of incoming packets per interface.

B. Advantages of SDN

The basic idea of SDN is to route traffic through the
network using a central controller. By monitoring network-
wide state, the controller obtains an up-to-date view of the
network and can dynamically adapt flows in real-time. From
a technical point of view, the concept of SDN allows a
wide range of traffic engineering and security applications.
For example flows can be dynamically rerouted based on
load or failure scenarios to guarantee certain bandwidth and
latency properties or implement fast failover mechanisms. Or
flows could be dynamically and transparently rerouted for
security inspection. From an economic point of view, SDN
has potential in simplifying and reducing costs of network
setup and operation through standardization, centralization,
simplified simulation and automatic verification.

In [13] it is shown how software-defined networking based
on OpenFlow significantly simplifies the creation of VLANs
as the configuration can be performed centrally and not switch-
by-switch anymore. More generally, tools like FlowVisor [9]
can be used to create isolated virtual networks and simplify
the setup of multitenant networks on shared infrastructure.
The authors of [4] state that software-defined networking
simplifies simulation and verification as it is easier to simulate
a deterministic central server than the asynchronous behavior
of distributed routing protocols. Using tools like FortNOX [10]
and VeriFlow [11] network configurations can be automatically
checked in advance or in in real-time for security violations
and conflicting or incorrect flow rules before deployment in
the real network.

Software-defined networking allows granular dynamic traf-
fic engineering, thus available bandwidth can be efficiently
used and there is less need for overprovisioning [4]. Another
example for a traffic engineering application is Aster*x, which
can be used for load-balancing in arbitrary networks [14]. The
authors point out that every service in the network can have
its own load-balancing strategy and the load-balancing can be
quickly adapted to changing requirements or changes in the
network structure.

SDN can be used to centrally control traffic flows and their
entire path. This can increase network security as unidirec-



tional networks flows can be created or flows can be routed
over devices that are considered more secure. In addition,
there exists a wide range of security applications based on
OpenFlow. Cloudwatcher [15] uses software defined network-
ing to transparently reroute flows so that every network flow
is guaranteed to pass by and be inspected by a network
security device. In [16] the controller transparently assigns
and frequently but irregularly reassigns random virtual IP
addresses to hosts. This approach makes it more difficult for
attackers to identify active IP addresses and to identify hosts
behind IP address. VAVE [17] helps prevent IP spoofing attacks
through source address validation by matching new flows
against known flow paths. If a packet arrives from a network
device that is not part of the SDN network, the controller
checks if the source address of the packet is known to be part
of the SDN. If that is the case, the spoofing attack is prevented
by denying the requested flow. As a final example, in [18]
the information gathering capabilities of OpenFlow are used
in combination with self-organizing maps to detect distributed
denial-of-service attacks.

III. COMMUNICATION REQUIREMENTS

Reliability and robustness in the local area communication
network of an electrical substation is a main requirement for
such a critical infrastructure that needs to be highly available.
Various redundancy protocols and network topologies such as
rings are used to make the network resilient against communi-
cation failures. It depends on the importance of the application
and the impact of a potential failure, which effort is spent to
increase the resilience of the communication system [19], [20].

To exchange data objects between Intelligent Electronic
Devices (IED), different traffic types and communication re-
quirements for services and applications are defined in [21]. To
evaluate a communication infrastructure, knowledge about the
different traffic profiles, services and applications is necessary.
The quality of the transmission of the different flows is based
on the capabilities of the involved communication devices to
fulfil these requirements. Queuing delay and loss in commu-
nication devices are primarily dependent on the performance
of the network devices. In addition, traffic and network man-
agement can also help to improve network performance and
reliability beyond the capability of a single network device.

IV. TESTBED AND TESTDEFINITION

The main focus of the testbed is to evaluate the setup and
use of a software-defined networking architecture for an elec-
trical substation but not to create a complete and correct model
of a substation regarding sent data or the communication of
services. The scope of our practical evaluation is to benchmark
the communication performance and behaviour of our system
under test (SUT). The SUT simulates a very simple IED
communication pattern based on substation topology T1-1 as
defined on page 18 in [22]. Further requirements for the setup
of the testbed are extracted from the ZUQDE project [23].
The first test case evaluates the functionality of quality of
service properties for software-defined flows. The second test
case evaluates the performance in a failover scenario.

Figure 2 shows the SUT with the PC-based IED emulator
and two HP2920 switches. The IED emulator is a Linux-based

Fig. 2: OFSE Grid Evaluation Testbed

PC with two network cards and a traffic generator. The traffic
generator [24] is able to generate network traffic with different
traffic profiles, e.g. GOOSE traffic or FTP traffic. The traffic
generator sends out packets on client 1 and receives the packets
on client 2 for further processing. The outgoing packet flow
can be configured with different parameters including packet
length or sending interval. Based on the received packets,
packet losses, latency and jitter can be calculated.

The ethernet links between the PCs and the HP2920
switches are 1000Base-T links. The links between the two
HP2920 switches are also 1000Base-T links, but the link speed
is reduced to 100 Mbit/s in the configuration of the HP2920 to
measure the quality of service properties. To support the sim-
ulation of a failover the two HP2920 switches are connected
redundantly to each other. The switches run firmware release
WB 15.14.0002 and support OpenFlow protocol version 1.0
and 1.3. For the tests, we use two different OpenFlow con-
trollers. For the first scenario the OpenDayLight controller [25]
and for the second scenario the HP controller [7] is used.

The measurement network and the configuration and con-
trol network are separated. This way the measurement itself
is not influenced by the configuration and control traffic of
the OpenFlow controller and the configuration traffic of the
measurement tool.

All devices in the testbed are synchronized to a local GPS-
equipped NTP server using the SNTP protocol [26].

In the first test scenario we generate two GOOSE-based
traffic flows from client 1 to client 2. One GOOSE flow is
prioritized. The overall data rate of a GOOSE flow is about
200 kbit/s. The network load in the network between client 1
and client 2 is very high as client 1 also generates an additional
flow to client 2 with an overall data rate of about 440 Mbit/s.
The second test scenario uses a single GOOSE traffic flow from
client 1 to client 2. During the transmission of the GOOSE
packets, the ethernet cable of the active link between the two
switches is disconnected. The duration for both test scenarios
is about 300 seconds.

For test case 1, simple packet forwarding based on MAC
addresses was configured on both switches using OpenFlow.
For test case 2, OpenFlow groups were used. A group consists
of a list of action buckets and a group type that determines



Fig. 3: Test scenario 1; Packet loss

Fig. 4: Test scenario 2; Failover

which action buckets are executed for an incoming packet.
In our test case the fast failover group type was used and
incoming packets were processed by the first live action bucket.
The liveliness of an action bucket can for example depend on
the liveliness of a port as in our case. Fast failover takes places
locally without communication to the controller to minimize
delay.

V. RESULTS

Figure 3 shows the packet loss per second of the generated
flows for scenario 1. The prioritized GOOSE flow shows no
packet loss. Its minimum delay during the measurement was
0.061 ms, the maximum delay for a few packets were 152
ms. The mean delay was calculated as 0.903 ms. The flows
without prioritization had a packet loss of about 80% during
the measurement. The result of test scenario 1 shows that
an OpenFlow software-defined network can generally be used
to transport high priority traffic but also that the delay of
prioritized traffic can still vary significantly.

The result of the second test scenario is shown in Figure 4.
The graph shows the latency of an emulated GOOSE traffic

between client 1 and client 2. The overall mean delay is about
2 ms, this value is significantly higher than in the first test.
These higher values are due to the implementation of the
HP2920 switch. For the second scenario group tables with
fast failover functionalities were used which are processed in
software instead of in hardware on the switches. The peak
values for the latency are in the range of 50-70 ms and occur
about every second. This is probably also due to the processing
of the flow in software on the switches and may be caused by
regular operations triggered in the switch or by the controller.

VI. CONCLUSION

The use of OpenFlow-based software-defined networking
in productive use in power systems cannot necessarily be
recommended at this stage yet. There are still a few open
issues that need to be solved, both from a specification point
of view as shown through our analysis as well as regarding
implementations as shown through our measurements.

On the other hand, SDN and OpenFlow offer important
conceptual advantages over conventional networks and basic



functionalities such as traffic prioritization and failover be-
havior already work as intended. One conceptual advantage
of using OpenFlow in an energy communication network as
we experienced during our tests is for example the fact that
flows can be entirely controlled and protections paths can be
entirely defined in advance. Thus, in case of a failure, the
system behaves in a well-defined and predictable way.

As part of our ongoing research project we will continue
to follow the rapid development in OpenFlow and apply SDN
to wide-area energy communication networks.
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